6.033 Spring 2021

Lecture #1: Complexity, modularity, abstraction
plus an intro to client/server models
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this is where announcements happen. there will be things that we post on Piazza that aren’t on the website (e.g., zoom links)
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Next lecture: naming, which allows modules to communicate.

After that: operating systems, which enforce modularity on a single machine.